**Pseudocode:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Id no:** | **Statement** | **Cost** | **Times** | **Reasons** |
|  | **for j <— 2 to length[A]** | C1 | n | The outer for loop will execute n times and the statement will execute n+1 time i.e., for j= 2, 3, 4…. n, n+1.  For n+1, the condition of the outer for loop will become false and will end the program. |
|  | **do key <— A[j]** | C2 | n-1 | Statement 2 is an assignment statement inside the for loop, it will run (n-1) times as it will not run after the outer loop condition will become false. |
|  | **// Insert A[j] into the sorted sequence AR -j —1]** | 0 | n-1 | This is a comment, the processor will ignore this statement **(cost=0)** and will be executed n-1 times as it is under the outer for loop |
|  | **i=j —1** | C4 | n-1 | Statement 4 is an assignment statement inside the for loop, it will run (n-1) times as it will not run after the outer loop condition will become false. |
|  | **while i > 0 and A[i]> key** | C5 |  | Statement 5 is an inner loop for comparisons, the variable i used in this loop is directly dependent on the value of outer loop variable j. (Statement 4) |
|  | **do A[i +1] <— A[i]** | C6 |  | Statement 6 is used inside inner loop for swapping the sorted array from the end if greater than key. As it is used under the inner while loop it will execute one less than statement 5 times. |
|  | **i =i-1** | C7 |  | Statement 7 is used inside inner loop to decrement the counter. As it is used under the inner while loop it will execute one less than statement 5 times. |
|  | **A[i +1] < — key** | C8 | n-1 | Statement 8 is an assignment statement inside the for loop, it will run (n-1) times as it will not run after the outer loop condition will become false. |

**Dry Run:**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Iteration no**  0 | **Key** | **4** | **3** | **2** | **10** | **12** | **1** | **5** | **6** | **No of Swaps** | **No of Comparisons** |
| 0.1 | 3 | 3 | 4 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 0 |
| 0.2 | 3 | 4 | 4 | 2 | 10 | 12 | 1 | 5 | 6 | 1 | 1 |
| 0.3 | 3 | 3 | 4 | 2 | 10 | 12 | 1 | 5 | 6 | 1 | 0 |
| **1** | **3** | **3** | **4** | **2** | **10** | **12** | **1** | **5** | **6** | **1** | **1** |
| 1.1 | 3 | 3 | 4 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 0 |
| 1.2 | 3 | 3 | 4 | 4 | 10 | 12 | 1 | 5 | 6 | 1 | 1 |
| 1.3 | 3 | 3 | 3 | 4 | 10 | 12 | 1 | 5 | 6 | 1 | 1 |
| 1.4 | 3 | 2 | 3 | 4 | 10 | 12 | 1 | 5 | 6 | 1 | 0 |
| **2** | **2** | **2** | **3** | **4** | **10** | **12** | **1** | **5** | **6** | **2** | **2** |
| 2.1 | 2 | 2 | 3 | 4 | 10 | 12 | 1 | 5 | 6 | 0 | 0 |
| **3** | **10** | **2** | **3** | **4** | **10** | **12** | **1** | **5** | **6** | **0** | **1** |
| 3.1 | 10 | 2 | 3 | 4 | 10 | 12 | 1 | 5 | 6 | 0 | 1 |
| **4** | **12** | **2** | **3** | **4** | **10** | **12** | **1** | **5** | **6** | **0** | **1** |
| 4.1 | 12 | 2 | 3 | 4 | 10 | 12 | 1 | 5 | 6 | 0 | 0 |
| 4.2 | 12 | 2 | 3 | 4 | 10 | 12 | 12 | 5 | 6 | 1 | 1 |
| 4.3 | 12 | 2 | 3 | 4 | 10 | 10 | 12 | 5 | 6 | 1 | 1 |
| 4.4 | 12 | 2 | 3 | 4 | 4 | 10 | 12 | 5 | 6 | 1 | 1 |
| 4.5 | 12 | 2 | 3 | 3 | 4 | 10 | 12 | 5 | 6 | 1 | 1 |
| 4.5 | 12 | 2 | 2 | 3 | 4 | 10 | 12 | 5 | 6 | 1 | 1 |
| 4.6 | 12 | 1 | 2 | 3 | 4 | 10 | 12 | 5 | 6 | 1 | 0 |
| **5** | **1** | **1** | **2** | **3** | **4** | **10** | **12** | **5** | **6** | **5** | **5** |
| 5.1 | 1 | 1 | 2 | 3 | 4 | 10 | 12 | 5 | 6 | 0 | 0 |
| 5.2 | 1 | 1 | 2 | 3 | 4 | 10 | 12 | 12 | 6 | 1 | 1 |
| 5.3 | 1 | 1 | 2 | 3 | 4 | 10 | 10 | 12 | 6 | 1 | 1 |
| 5.4 | 1 | 1 | 2 | 3 | 4 | 5 | 10 | 12 | 6 | 1 | 0 |
| **6** | **5** | **1** | **2** | **3** | **4** | **5** | **10** | **12** | **6** | **2** | **2** |
| 6.1 | 5 | 1 | 2 | 3 | 4 | 5 | 10 | 12 | 6 | 0 | 0 |
| 6.2 | 5 | 1 | 2 | 3 | 4 | 5 | 10 | 12 | 12 | 1 | 1 |
| 6.3 | 5 | 1 | 2 | 3 | 4 | 5 | 10 | 10 | 12 | 1 | 1 |
| 6.4 | 5 | 1 | 2 | 3 | 4 | 5 | 6 | 10 | 12 | 1 | 0 |
| **7** | **6** | **1** | **2** | **3** | **4** | **5** | **6** | **10** | **12** | **2** | **2** |

**Loop Invariant:**

The condition that the subarray A [0 to i-1] is always sorted.

**Justification:**

* **Initialization**

We consider the first element to be sorted at start, the shaded part is sorted.
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* **Maintenance**

As it is true before an iteration, then it remains true before the next iteration

Before an iteration, the shaded area of array is sorted:
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Before the next iteration starts, the shaded area of array is still sorted:
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* **Termination**

At the end of program, the final array is also sorted.

Resulting array:

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqUAAAAoCAYAAADHaYMdAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAUXSURBVHhe7dxPaBxlHMbxWc8KHltoFvag26tFvWRt9GCUHioICkoSIk1E8OTByyoegunFg6eCtFsMbGhBT/YgRg+6prlYqdddeihuKulRMHft8+b9rZN1u1Qys+++b74fGCYzG5r5MbMzz7x/Wvn7gQx4RJVKJeOSOb7c+e+967fiVKlfjrqG2I9fUqhhlFTrktRqS6melGp5zK8BAACAYAilXrVada1A+aXRaPhPgQOtVuvQNYLifH/znnvjr754ze+Jz+KHP7oatDTeuuH3xkPHbMevpXf3T/9JvFSD1ZOC1tfdQ+dIi667VHz0+a1BXbHdC+z7rxqG2f3Nlmk/Z+NqyX+ntKi2ohBKc5rNpuua1jI7O5vVajX/CfDgS7q4mK2urmbdbndwnaAYugG+cuFbvxUn1dC5tee60awrbdofPHl6+PT39gfH33zvmezld+I+J3Kh+bP/KS12nrS0P3vJ742bXooufvHboK7+T2/7T6afwtnmjTt+6zCFNt3frnx61tXV/e5N97ujAt80GFeLAunpV78a1LJ19ZyrragXWEKp1+/3s/X1dfdzr9fLdnZ2XAgBRC2km5ub2dbWVlav1/1eFEUPVd3gFIRidffeX9nia0/5rSybe/6kC6mxWP/guahCwKNQq+LO7fvZwvl/z0sqrJUq5p6FPAU0nSsFthhZkJ45+bjf818vPHvCreu1J8f+Xmjjavn9j323XnnjtFvPN0659fav9936qAilI2xvb7v1/Py8WwOdTse1nq+trdF1j5FuXj/vgp2o1UAtPtUpfvA8jEKOwo6O/4cvz/m9cVq7dNsFUr0gpMKuKYU3BQdtxzhUZFjnlz13rtQ6n1LYTo1CqK47Y71BRd3rCKUjbGxsZAsLC34LOKDW8+XlZddtr+tD45CBYeqqU/eWKKjGRq2leujMnjkxqCNGannb3dtPpmvbWChQa5t88v4Z18KYAnUZt3y3cCphO2U6Pzpn6uGyFtOjIpQOsa77ubk5vwc4mAinltKVlRW3raEdu7u77mfAqLtY46sU6PKtCTG6evGsWxc1VmzS1NIranVb/fhgXCmtb9OrduoJ11Jq4Wb59afdGGdMJ32X9DKkMaXWQ1QEQukQ67q38AHI0tKSe1nRS4uoO39mZsb9DIha5hR+9GCNsYVUDxmFamNjxKxFLjZ6KbBFkzIkhTGzCtn52c7tb+64l6DYaTx2fnKNuvNjHP4yjn2n9KKnVvxY6RrU8WsISVEtpIb/PH+ITW5qt9tujcM0lvK4XjKa7KTZ90az8I/bpCd3/ktoAVQ30KguyDL+lm6oRf+7NiN1mCYKFB2Eyjh+USC1FkWjh04ZobSsGkbJX1tlnI+8SdQ1fJ7KrslMoja92FkLt5T594qs52Hff72g2vARm4Fv8p8d1SRr0RjSUTPz9eJnk5+OglCK/+U4h1L481/yg6lskwxEZYj9+CWFGkZJtS5JrbaU6kmpFrrvAQAAEByhFAAAAMERSgEAABAcoRQAAADBEUoBAAAQHKEUAAAAwRFKAQAAEByhFAAAAMERSgEAABAcoRQAAADBEUoBAAAQHKEUAAAAwRFKAQAAEByhFAAAAMERSgEAABAcoRQAAADBEUoBAAAQHKEUAAAAwRFKAQAAEByhFAAAAMERSgEAABAcoRQAAADBEUoBAAAQHKEUAAAAwRFKAQAAEByhFAAAAMERSgEAABAcoRQAAADBEUoBAAAQWJb9A8CfLxxHCEaqAAAAAElFTkSuQmCC)**

**Analysis:**

1. **Best Case:**

The best case for insertion sort is that the array is sorted.

T(n)= c1(n) + c2(n-1) + c4(n-1) + c5(n-1) + c8(n-1)

T(n)= (c1+c2+c4+c5+c8) \*n - (c2+c4+c5+c8)

T(n)=a\*n +b

The program will not execute for statement 6 and 7 as it will compare the values in the inner while loop and when the condition will become false (sorted array), it will come out of the while loop.

**Running time:**

**O (n)**

1. **Worst Case:**

The worst case of insertion sort is that your array is sorted is descending order and we have to arrange it in ascending order, so we have to perform n number of comparisons and swaps, i.e. for all values of j the inner loop statements will also be executed.

For j=2, 3, 4, …., n
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T(n)= c1(n) + c2(n-1) + c4(n-1) + c5(n(n+1)/2-1) + c6(n(n-1)/2) + c7(n(n-1)/2) + c8(n-1)

T(n)= (c5/2+c6/2+c7/2) \*n2 +(c1+c2+c4+c5/2-c6/2-c7/2+c8) \*n

T(n)=an2 + b(n) +c

**Running time:**

O(n2)

**Selection Sort**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Id no:** | **Statement** | **Cost** | **Times** | **Reasons** |
|  | n <- length[A] | C1 | 1 | Statement 1 is an assignment statement where we assign n the length of array and it will execute 1 time only. |
|  | for j <— 1 to n - 1 | C2 | n | Statement 2 is the outer for loop, it will run n times because this line will execute for j=1, 2, 3, ..., n-1  For n, the condition of outer for loop will become false |
|  | do smallest <— j | C3 | n-1 | Statement 3 is an assignment statement as it is inside the outer for loop so it will execute one less than statement 1 times. |
|  | for i<-j+1 to n | C4 |  | Statement 4 is an assignment statement inside the for loop, it will run (n-j+1) times and as it depends on outer for loop.  It will run one time extra and the condition will become false and will come out of the inner loop. |
|  | do if *A[i] <*A[smallest] | C5 |  | Statement 5 is used inner loop for comparing values in the array to find the smallest element, thus it will execute one less than statement 4 times. |
|  | **then** smallest <- i |  |  | Statement 6 is used inside inner loop for exchanging the value of variable smallest of array only if it finds a smaller value than the current smallest through comparison (statement 5) |
|  | exchange A[j]<->A[smallest] | C6 | n-1 | Statement 7 is used after inner loop to swap the values and insert the smallest value present in array at its right position.  This statement is inside the outer for loop and will be executed one less than statement 1 times. |

**Dry Run:**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Iteration no**  0 | **Minimum**  **value** | **4** | **3** | **2** | **10** | **12** | **1** | **5** | **6** | **No of Swaps** | **No of Comparisons** |
| 0.1 | 4 | 4 | 3 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | **0** |
| 0.2 | 3 | 4 | 3 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 1 |
| 0.3 | 2 | 4 | 3 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 1 |
| 0.4 | 2 | 4 | 3 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 1 |
| 0.5 | 2 | 4 | 3 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 1 |
| 0.6 | 1 | 4 | 3 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 1 |
| 0.7 | 1 | 4 | 3 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 1 |
| 0.8 | 1 | 4 | 3 | 2 | 10 | 12 | 1 | 5 | 6 | 0 | 1 |
| 0.9 | 1 | 1 | 3 | 2 | 10 | 12 | 4 | 5 | 6 | 1 | 0 |
| **1** | **1** | **1** | **3** | **2** | **10** | **12** | **4** | **5** | **6** | **1** | **7** |
| 1.1 | 3 | 1 | 3 | 2 | 10 | 12 | 4 | 5 | 6 | 0 | 0 |
| 1.2 | 2 | 1 | 3 | 2 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 1.3 | 2 | 1 | 3 | 2 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 1.4 | 2 | 1 | 3 | 2 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 1.5 | 2 | 1 | 3 | 2 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 1.6 | 2 | 1 | 3 | 2 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 1.7 | 2 | 1 | 3 | 2 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 1.8 | 2 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 1 | 0 |
| **2** | **2** | **1** | **2** | **3** | **10** | **12** | **4** | **5** | **6** | **1** | **6** |
| 2.1 | 2 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 0 |
| 2.2 | 3 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 2.3 | 3 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 2.4 | 3 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 2.5 | 3 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 2.6 | 3 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 2.7 | 3 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 0 |
| **3** | **3** | **1** | **2** | **3** | **10** | **12** | **4** | **5** | **6** | **0** | **5** |
| 3.1 | 10 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 0 |
| 3.2 | 10 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 3.3 | 4 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 3.4 | 4 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 3.5 | 4 | 1 | 2 | 3 | 10 | 12 | 4 | 5 | 6 | 0 | 1 |
| 3.6 | 4 | 1 | 2 | 3 | 4 | 12 | 10 | 5 | 6 | 1 | 0 |
| **4** | **4** | **1** | **2** | **3** | **4** | **12** | **10** | **5** | **6** | **1** | **4** |
| 4.1 | 12 | 1 | 2 | 3 | 4 | 12 | 10 | 5 | 6 | 0 | 0 |
| 4.2 | 10 | 1 | 2 | 3 | 4 | 12 | 10 | 5 | 6 | 0 | 1 |
| 4.3 | 5 | 1 | 2 | 3 | 4 | 12 | 10 | 5 | 6 | 0 | 1 |
| 4.4 | 5 | 1 | 2 | 3 | 4 | 12 | 10 | 5 | 6 | 0 | 1 |
| 4.5 | 5 | 1 | 2 | 3 | 4 | 12 | 10 | 5 | 6 | 1 | 0 |
| **5** | **5** | **1** | **2** | **3** | **4** | **5** | **10** | **12** | **6** | **1** | **3** |
| 5.1 | 10 | 1 | 2 | 3 | 4 | 5 | 10 | 12 | 6 | 0 | 0 |
| 5.2 | 10 | 1 | 2 | 3 | 4 | 5 | 10 | 12 | 6 | 0 | 1 |
| 5.3 | 6 | 1 | 2 | 3 | 4 | 5 | 10 | 12 | 6 | 0 | 1 |
| 5.4 | 6 | 1 | 2 | 3 | 4 | 5 | 10 | 12 | 6 | 1 | 0 |
| **6** | **6** | **1** | **2** | **3** | **4** | **5** | **6** | **12** | **10** | **1** | **2** |
| 6.1 | 12 | 1 | 2 | 3 | 4 | 5 | 6 | 12 | 10 | 0 | 0 |
| 6.2 | 10 | 1 | 2 | 3 | 4 | 5 | 6 | 12 | 10 | 0 | 1 |
| 6.3 | 10 | 1 | 2 | 3 | 4 | 5 | 6 | 12 | 10 | 1 | 0 |
| **7** | **-** | **1** | **2** | **3** | **4** | **5** | **6** | **10** | **12** | **1** | **1** |

**Analysis:**

T(n)= c1\*1 + c2\*n +c3(n-1)+ c4( + c5( + c6(n-1)

**Best Case:**

Best case is that the array is already sorted, still (n-1), (n-2), (n-3) ...0 times time comparison will be done and perform no swaps (O (1)) as the array is sorted. For comparisons we get:

n(n-1)/2

Running Time:

**O(n2)**

**Worst Case:**

Worst case is that the array is sorted in descending order, (n-1), (n-2), (n-3) ...0 times comparison will be done and perform O(n) swaps. For comparisons we get:

n(n-1)/2

Running Time:

**O(n2)**

**Average Case:**

In average case, (n-1), (n-2), (n-3) ...0 times comparison will be done. Thus we get:

n(n-1)/2

Running Time:

**O(n2)**